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Abstract

We present a new relaxed balanced concurrent binary 

search tree in which all operations are non-blocking. 

We utilise the notion of separating balancing operation and 

update operations in a concurrent environment and design a 

non- blocking balancing operation in addition to the regular 

insert, search and relaxed delete operations. Our design 

uses a single-word CAS supported by most modern CPUs. 

Introduction

Existing concurrent BSTs

Design Overview

We have designed an abstract concurrent set in which the underlying data structure is a BST. Our implementation

supports:

• search(k): to check if the key is in the set or not,

• insert(k): to add the key into the abstraction,

• delete(k): to remove the membership of key if it is present in that dataset.

• This design closely mirrors the sequential version of BST except for the delete operation, where the key is first

mark as deleted and then physically removed later by the dedicated separate thread.

Achieving non-blocking or lock-freedom

• Threads do not lock  any locations operations owns the locations instead. 

• Thread synchronization

• Each node in the BST has an operation pointer field of which last two bits give information about 

ongoing operation (In 32-bit system last two bit of address are zero). No extra overhead.

• Any thread intending to do operation, 

• Rotation can only be announced by dedicated thread but can be completed by any other thread. Physical 

removal can only be done by the dedicated thread. 

Rotation operation is shown in figure1 (for right rotation, Similarly for left rotation). After grabbing the required

nodes,

• a newnode having the same key as the node where balance violation has occurred is allocated.

• right and left pointers of the newnode are allocated to the respective children which the original node would get

after the rotation(b).

• next step, is to insert the newnode to its position after rotation (c).

• the third and last step is to connect ‘c’ to the parent ‘p’ thereby removing node ‘n’ from the tree (d).

Summary

Observations

References 

• In our design, all the operations are non-blocking. 

• Search operation is free of any additional synchronization. 

• We are evaluating performance of our algorithm on x86 _ 64 

and SPARC multi-core machines against the concurrent 

BSTs shown in table 1.

• A mechanised proof outline has been done using 

linearisability as the correctness criteria. 

• To the best of our knowledge, this is the first design which 

utilises decoupling of operations as well as rotations to 

balance the tree in a non-blocking concurrent set-up. 

In a concurrent environment,

• effect of some rotations might cancel out each other.

• doing rotation with every insert and delete increases

contention. Locking large portion of BST results in decrease in

concurrency. Design all operations non-blocking.

• balancing are Not for correctness!

Hence relax the invariants 

The evolution of multi-core/many-core systems has
necessitated the design of scalable and efficient concurrent
data structures. The asynchronous model of computation in
such systems makes it notoriously hard to design a correct and
efficient concurrent data structure that synchronises concurrent
access to shared memory. A considerable amount of research
has been done towards making a concurrent version of
sequential data structures. Performance has been always an
important factor that will always drive the design of new
concurrent data structures.

A concurrent design is non-blocking(or lock-free) if it ensures
that no thread/core accessing the data structure is postponed
indefinitely while waiting for other threads that operate on that
structure.

The Binary Search Tree (BST) is used in many practical real-
world systems as a search structure. In recent years, some
implementations of concurrent BST (both blocking and non-
blocking versions) have been proposed[1-7], but a non-
blocking concurrent BST that relaxes strict sequential
invariants with balancing operation is yet to be seen. In an
unbalanced BST, traversal could take O(n) time, when the
inputs are in an ordered sequence. Rotation operations are
used to balance the tree. Our work focuses on designing a
non-blocking, scalable, and highly concurrent relaxed balanced
BST.

Figure 1: Right Rotation example.  T1: a thread carrying out a search operation oblivious of 

ongoing concurrent rotation.
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